**Московский авиационный институт**

**(Национальный исследовательский университет)**

Институт: «Информационные технологии и прикладная математика»

Кафедра: 806 «Вычислительная математика и программирование»

Дисциплина: «Компьютерная графика»

**Лабораторная работа № 6**

Тема: Создание шейдерных анимационных эффектов в OpenGL

Студент: Пищик Евгений Сергеевич

Группа: 80-306

Преподаватель: Чернышов Л.Н.

Дата:

Оценка:

Москва, 2021

1. Постановка задачи

Для поверхности, созданной в л.р. №4-5, обеспечить выполнение следующего шейдерного эффекта: прозрачность вершины пропорциональна косинусу угла между нормалью и направлением на заданную точку.

1. Описание программы

Программа состоит из кода на ЯП python с использованием OpenGL. Используя буфер вершин строится заданное тело, при помощи средств OpenGL для каждого пиксельного шейдера задается прозрачность, которая пропорциональна косинусу угла между нормалью и направлением на заданную точку.

1. Набор тестов
2. Исходное положение.
3. Поворот.
4. Результаты выполнения тестов
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6. ![](data:image/png;base64,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)
7. Листинг программы

from OpenGL.GL import \*

from OpenGL.GLUT import \*

import sys

import numpy as np

def xflip(angle, point):

mx = np.matrix([[1.0, 0.0, 0.0], [0.0, np.cos(np.pi \* angle / 180.0), -np.sin(np.pi \* angle / 180.0)], [0.0, np.sin(np.pi \* angle / 180.0), np.cos(np.pi \* angle / 180.0)]])

inp = np.matrix([point[0], point[1], point[2]]).T

resp = mx @ inp

return [float(resp[0]), float(resp[1]), float(resp[2])]

def yflip(angle, point):

my = np.matrix([[np.cos(np.pi \* angle / 180.0), 0.0, np.sin(np.pi \* angle / 180.0)], [0.0, 1.0, 0.0], [-np.sin(np.pi \* angle / 180.0), 0.0, np.cos(np.pi \* angle / 180.0)]])

inp = np.matrix([point[0], point[1], point[2]]).T

resp = my @ inp

return [float(resp[0]), float(resp[1]), float(resp[2])]

def zflip(angle, point):

mz = np.matrix([[np.cos(np.pi \* angle / 180.0), -np.sin(np.pi \* angle / 180.0), 0.0], [np.sin(np.pi \* angle / 180.0), np.cos(np.pi \* angle / 180.0), 0.0], [0.0, 0.0, 1.0]])

inp = np.matrix([point[0], point[1], point[2]]).T

resp = mz @ inp

return [float(resp[0]), float(resp[1]), float(resp[2])]

def get\_normal(a, b, c):

v1 = [0, 0, 0]

v2 = [0, 0, 0]

v1[0] = a[0] - b[0]

v1[1] = a[1] - b[1]

v1[2] = a[2] - b[2]

v2[0] = b[0] - c[0]

v2[1] = b[1] - c[1]

v2[2] = b[2] - c[2]

wrki = ((v1[1] \* v2[2] - v1[2] \* v2[1])\*\*2 + (v1[2] \* v2[0] - v1[0] \* v2[2])\*\*2 + (v1[0] \* v2[1] - v1[1] \* v2[0])\*\*2)\*\*0.5

nx = (v1[1] \* v2[2] - v1[2] \* v2[1]) / wrki

ny = (v1[2] \* v2[0] - v1[0] \* v2[2]) / wrki

nz = (v1[0] \* v2[1] - v1[1] \* v2[0]) / wrki

return [nx, ny, nz]

def get\_center\_xy(ax, ay, bx, by, cx, cy):

d = 2 \* (ax \* (by - cy) + bx \* (cy - ay) + cx \* (ay - by))

ux = ((ax \* ax + ay \* ay) \* (by - cy) + (bx \* bx + by \* by) \* (cy - ay) + (cx \* cx + cy \* cy) \* (ay - by)) / d

uy = ((ax \* ax + ay \* ay) \* (cx - bx) + (bx \* bx + by \* by) \* (ax - cx) + (cx \* cx + cy \* cy) \* (bx - ax)) / d

return ux, uy

def get\_points():

global pointdata

global approx

pointdata = []

points3d = [[], []]

r = 0.4

height = 0.5

ang = 30

angles = np.linspace(0.0, 2 \* np.pi, approx)

for angle in angles:

points3d[0].append([r \* np.cos(angle), r \* np.sin(angle), np.tan(ang \* np.pi / 180) \* np.sin(r \* np.cos(angle))])

points3d[1].append([r \* np.cos(angle), r \* np.sin(angle), height])

px = 0.0

py = 0.0

pz = 0.0

for p1, p2 in zip(points3d[0], points3d[1]):

px += p1[0] + p2[0]

py += p1[1] + p2[1]

pz += p1[2] + p2[2]

px /= (len(points3d[0]) + len(points3d[1]))

py /= (len(points3d[0]) + len(points3d[1]))

pz /= (len(points3d[0]) + len(points3d[1]))

points3d[0] = [(p[0] - px, p[1] - py, p[2] - pz) for p in points3d[0]]

points3d[1] = [(p[0] - px, p[1] - py, p[2] - pz) for p in points3d[1]]

xc, yc = get\_center\_xy(points3d[1][0][0], points3d[1][0][1], points3d[1][1][0], points3d[1][1][1], points3d[1][2][0], points3d[1][2][1])

centr = [xc, yc, height / 2]

zc = 0

for el in points3d[0]:

zc += el[2]

zc /= len(points3d[0])

for i in range(len(points3d[0]) - 1):

tl, tr, bl, br = points3d[1][i], points3d[1][i + 1], points3d[0][i], points3d[0][i + 1]

pointdata.append(bl)

pointdata.append(br)

pointdata.append(tl)

pointdata.append(tr)

pointdata.append(tl)

pointdata.append(br)

tl, tr, bl, br = points3d[1][-1], points3d[1][0], points3d[0][-1], points3d[0][0]

pointdata.append(bl)

pointdata.append(br)

pointdata.append(tl)

pointdata.append(tr)

pointdata.append(tl)

pointdata.append(br)

for i in range(len(points3d[1]) - 1):

bl, br = points3d[1][i], points3d[1][i + 1]

pointdata.append(centr)

pointdata.append(bl)

pointdata.append(br)

bl, br = points3d[1][-1], points3d[1][0]

pointdata.append(centr)

pointdata.append(bl)

pointdata.append(br)

for i in range(len(points3d[0]) - 1):

bl, br = points3d[0][i], points3d[0][i + 1]

pointdata.append([xc, yc, zc])

pointdata.append(bl)

pointdata.append(br)

bl, br = points3d[1][-1], points3d[1][0]

pointdata.append([xc, yc, zc])

pointdata.append(bl)

pointdata.append(br)

def specialkeys(key, x, y):

global xa

global ya

global pointdata

if key == GLUT\_KEY\_UP:

glRotatef(1, 1, 0, 0)

xa += 1

if key == GLUT\_KEY\_DOWN:

glRotatef(-1, 1, 0, 0)

xa -= 1

if key == GLUT\_KEY\_LEFT:

glRotatef(1, 0, 1, 0)

ya += 1

if key == GLUT\_KEY\_RIGHT:

glRotatef(-1, 0, 1, 0)

ya -= 1

glutPostRedisplay()

def init():

glClearColor(0.1, 0.1, 0.1, 1.0)

glEnable(GL\_DEPTH\_TEST)

glEnable(GL\_NORMALIZE)

glEnable(GL\_BLEND)

glBlendFunc(GL\_SRC\_ALPHA, GL\_ONE\_MINUS\_SRC\_ALPHA)

def draw():

global pointdata

global color

global xa, ya

glClear(GL\_COLOR\_BUFFER\_BIT | GL\_DEPTH\_BUFFER\_BIT)

dir\_point = [0.0, 0.2, -1.0]

eps = 0.1

glBegin(GL\_TRIANGLES)

for i in range(0, len(pointdata), 3):

glVertex3f(pointdata[i][0], pointdata[i][1], pointdata[i][2])

glVertex3f(pointdata[i + 1][0], pointdata[i + 1][1], pointdata[i + 1][2])

glVertex3f(pointdata[i + 2][0], pointdata[i + 2][1], pointdata[i + 2][2])

norm = get\_normal(pointdata[i], pointdata[i + 1], pointdata[i + 2])

glNormal3f(norm[0], norm[1], norm[2])

alpha = (dir\_point[0] \* norm[0] + dir\_point[1] \* norm[1] + dir\_point[2] \* norm[2]) / ((dir\_point[0]\*\*2 + dir\_point[1]\*\*2 + dir\_point[2]\*\*2)\*\*0.5 \* (norm[0]\*\*2 + norm[1]\*\*2 + norm[2]\*\*2)\*\*0.5)

glColor4f(color[0], color[1], color[2], (alpha\*\*2)\*\*0.5 + eps)

glEnd()

glDisable(GL\_LIGHT0)

glutSwapBuffers()

def main():

W, H = 300, 300

XS, YS = 50, 50

glutInit(sys.argv)

glutInitDisplayMode(GLUT\_DOUBLE | GLUT\_RGB | GLUT\_DEPTH)

glutInitWindowSize(W, H)

glutInitWindowPosition(XS, YS)

glutCreateWindow(f'CG Task 4')

init()

glutDisplayFunc(draw)

glutIdleFunc(draw)

glutSpecialFunc(specialkeys)

glutMainLoop()

if \_\_name\_\_ == '\_\_main\_\_':

global pointdata

global approx

global color

global xa

global ya

xa, ya = 0, 0

while True:

try:

approx = int(input('approximation number: int\n'))

if approx < 4:

raise ValueError('approximation number must be >= 4')

break

except ValueError as e:

print(e)

while True:

try:

color = list(map(float, input('color: 0-1f 0-1f 0-1f\n').strip().split()))

if len(color) != 3:

raise IndexError('must be 3 number for RGB values')

for el in color:

if el < 0.0 or el > 1.0:

raise ValueError('color value must be >= 0.0 and <= 1.0')

break

except IndexError as e0:

print(e0)

except ValueError as e1:

print(e1)

get\_points()

main()
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